A Service-Oriented Approach for interactive computing systems

Abstract. The introduction of new technologies leads to a more and more complex interactive systems design. In order to describe the future interactive system, the human computer interaction domain uses specific models, design processes and tools in order to represent, create, store and manipulate models. The aim of our work is to facilitate the work of model designers and project managers by helping them in choosing processes, modeling environments adapted to their specific needs. This paper details the use of a service-oriented approach for model management. Our propositions are related to three different abstract levels: the operational level to choose the appropriate tool, the organisational level to select a process and the intentional level to define modelling goals.
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1 Introduction

In the Human Computer Interaction (HCI) domain, interactive systems are increasingly complex: they can use everyday life objects to propose tangible interfaces; they can couple the virtual and the physical worlds in augmented reality systems; they can adapt themselves to the user context, etc. Then they are increasingly difficult to design.

The HCI community made many proposals to address this design complexity. Some of them are based on ad-hoc code centric, while others use usability properties (as the ISO/IEC 9126) or ergonomic requirements [1], [2] [27], in order to make user interfaces (UIs) more usable. These recommendations refer to ergonomic properties (as usefulness, users experience, etc.) that often cannot be formalizes as process and models, because they may contain a part of subjective appreciations.

On the other hands, substantive efforts have been devoted to the definition and use of models, and extensive development of software support has been achieved. We are interested in those propositions that are based on models.

The HCI community uses different models to support the design of interactive systems. In particular, the HCI design is often based on task analysis, which is classically represented by task trees. Moreover the use of these models can be guided

1 The ISO/IEC 9126 series are part of the stands defined by the software engineering community for the standardization of “quality of use” on a software product.
by specific processes. Many interactive system design method are proposed. They are often based on task analysis [22], [28], [30]. Many efforts are also related to contextual design [4], [11], scenario-based approaches [8], [25] and iterative prototyping [14].

The choice of such processes is a strategic decision that depends on the goals expected by the model designers. For example, in the HCI domain, the Human is the most important aspect in all phases of the development process. For consequent, a modeling goal is the “study the user interaction”. During this study, the designer can discover that instead of a classical WIMP interface, the design of a mixed reality system is more appropriate. So he will have a new goal “design a mixed reality system” for which he needs a specific process. Therefore, a rigid method is no longer desired and there is a need to support method definition and adaptation.

To face these needs of adaptation and flexibility in the design, we propose to help model designers and project managers in choosing processes according to their modeling goals. For example, based on the goal “study the user interaction”, a model designer will be able to choose the methods of fragments of processes, such as the Organizational and Interactional Specifications of Requirements of the Symphony method [9] or the Elaboration phase of the extended RUP proposed by [16].

The choice of a process determines the models to use, and then their modeling environments. For instance, selecting the process proposed to design an Interactive system give rise to use of the ConcurTaskTress (CTT) notation and their to the choice of CTTE [19] for its support.

Our approach is based on the reuse of existing processes and technological solutions in order to find solution to the goals of designers and managers. It concerns the adaptation of Service Oriented Architecture (SOA) [18] to model management. It is based on three abstract levels: the operational level, the organizational level and the intentional level: 1) operational services carry out automated operations (e.g. editing a model); 2) organizational services propose fragments of design methods i.e. processes; 3) the intentional services correspond to the goals proposed by any person or organization handling models. This paper focuses on the intentional and the organization levels which are the main contributions of our work.

This paper is organized as follows. Section 2 describes two experimental scenarios. These examples are based on interactive system design methods. Section 3 presents our approach based on service-oriented models management. Sections 4 and 5 detail the models of the intentional and organizational layers. Section 6 presents a platform support for our service-oriented approach. Finally, conclusions and perspectives are presented.

2 Interactive Design Method

The finality of our study is not situated in the choice of ideal interactive system design methods. We aim in the choice of appropriate processes and modeling tools. To explain our approach, we focus on two interactive system design methods. Our goal is
to demonstrate how our service-oriented approach can support the construction of
modeling environment used for interactive system design.

The first method is an extension of the Symphony design method [13], used as
a medium for merging HCI and software engineering development processes.
Symphony is a user-oriented, business component-based development method
originally proposed by the UMANIS Company. It has been extended lately to
integrate the design of Augmented Reality systems [9].

In this article, we concentrate on the phase of the “Organizational and Interactional
Specifications of Requirements” (Figure 1). This phase aims to analyze a business
process at organizational level (the “who does what and when” of the future system),
and to envisage a satisfactory interaction to realize activities of different stakeholders.

Concerning the HCI aspects (box of Figure 1), the activities proposed by the design
method are: description of task models to clarify the interactions of the internal
actors with the system, external specification of the interaction to define the user
interface (UI) and its supporting devices, and Structuration of Interaction concepts
into a specific model composed of reusable components called Interactional
Objects (IO). These actions must be driven by the ergonomics and the HCI specialist.

The second approach [29] used for model-based design of user interfaces. It is
founded on the Cameleon Reference Framework [7]. The approach allows
designers defining a model-based user interface development (UID) method
according to the problem domain or context of the project by analyzing goals and
activities. It is composed of four-step reification process: 1) create conceptual models
(e.g. task model, data model, user model) which bring the descriptions produced by
the designers for that particular interactive system and that particular context of use;
2) create Abstract UI (AUI) which specify objects in a UI independent of device,
create Concrete UI (CUI) which makes explicit the final look and feel of the Final
User Interface considering device constraints, and create Final UI (FUI) which is
expressed in source code.

---

**Fig. 1.** A phase of the Symphony method [9]
Figure 2 illustrates a global vision of this process. Concerning the HCI aspects of the Usability Expert, the activities proposed by the design method are: **Create Context of Use Model** to design user-centered UIs, **Create AUI** to specify objects in a UI independent from devices, **Transform into Task Model** to automate the generation of specification of UIs (receive AUI as input and generate task model), and finally **Transform into Domain Model** to automate the generation of UIs focused on the application domain for describing the manipulated data.

In the remainder of this paper, these two examples are used to illustrate our approach for model management.

## 3 General Approach

### 3.1 Introduction

This section proposes the concepts of our service-oriented approach for models management with services. In our approach, modeling services enables to structure the set of knowledge which is necessary to the description of goals, in order to facilitate and to automate software development steps using models (e.g. model edition, model transformation, etc).

### 3.2 The basic service-oriented architecture

Service-Oriented Computing (SOC) is a paradigm that uses services as fundamental elements for developing applications [17]. This development approach speeds the application development and facilitates the composition of distributed applications. A service is a set of self-contained software modules and auto-descriptive applications that can be described, published, discovered, composed, and negotiated on demand by a customer. **Services** perform functions, which can be
anything from simple requests to complicated business processes [18]. This approach defines an interaction between software agents as an exchange of messages between service requesters (customers) and service providers (Figure 3). 

**Customers** are software agents that request the execution of a service. Customers must be able to find the description(s) of the services they require and must be able to bind them. **Providers** are software agents that provide the service. Agents can be simultaneously service customers and providers. Providers are responsible for publishing a description of the service(s) they provide.

![Service approach diagram](image)

**Fig. 3.** Service approach

### 3.3 Three levels of services

Our approach based on services relies on three modeling levels (see Figure 4) where providers, clients and services are different.

The first level corresponds to the **operational layer**. This layer offers services for model designers, to facilitate the building of their modeling environment. The customers are designers who want to manage models in an individual or collaborative way (with other designers). So, they should define and adjust their modeling environment to theirs needed functions in terms of models management. For example: an “HCI designer” can need a modeling environment that offers support for editing “task models” and transforming these models into a “concrete user interface” (CUI) for a specific device.

The **organizational layer** decomposes information system development methods as fragments. Several types of fragments have emerged in the literature. The most known of these different kind of representation are method fragments [6], chunks [24], components [32], and method services [12]. Historically, the term fragment was the first one to appear, long before component, chunk, and so on. In this article, we will use the term: “method fragment”.

The main role of a method fragment is to provide guidelines to the system engineer for realizing some specific system development activity (for example: specify context of use, user requirement specifications, produce design solutions, evaluate design, etc.) as well as to provide definitions of concepts to be used in this activity [20].
In our work, the organizational layer enables the modeling of reusable method fragments. In this layer, the activities are expressed in terms actions on models. The objective is to capitalize method fragments in order to provide them to designers, who have a role in the project group. Customers are, in this case, projects managers which need to define and manage roles and activities in their development process.

The organizational layer uses the operational services in a coordinated way. Project managers can choose some organizational services (part of design process) that require the implementation of operational services for model management. Thus, they create the model management environments for designers involved in their development process.

The intentional layer (Figure 4) deals with modeling goals. It conceptualizes strategic modeling needs required by a specialist, a group of specialists, a unity of work or any organization involved in the development process. So, this layer uses the organizational services. The provider corresponds to the environment engineer who plays a new role in charge of the administration and management of the service platform. The customers are still those of the organizational and operational layers, e.g. the models designers and the project managers. For these customers, the services are the goals proposed by the environment engineer (e.g. “Specify an Interactive System”).

In this section we introduced the principles of our service-oriented model management approach. In the following sections, we detail the intentional and the organizational levels on the interactive system design methods presented in section 2.

### 4 Modeling an intentional service

This section presents the model of the interactional layer. An intentional service is a business-oriented service described from an intentional point of view (e.g. specify an interactive system, study the usability…). It corresponds to the modeling goals. It can
be composed by other intentional services. A complex intentional service consists of elementary services and they are realized by organizational services that correspond to methods fragments (Figure 5).

The service is characterized by a verb that is associated with objects and complemented by a refinement. We have used the ontologies of goals proposed by [11] which describe development’s problems. From these ontologies we have identified a set of verbs that describe specific intentions for models management (e.g. study interactive system usability, design UIs considering users’ mental models to perform their task, automate the generation of UIs considering many devices …).

A verb belongs to a category of verbs. It corresponds to the type of activities which models designers implement during the development (e.g. the acquisition of knowledge, the guidance and help, documentation …). In addition, a verb has several synonymous verbs. So, synonymous verbs belong to the same category of verbs.

The object is a modeling concept that is defined or reused by the verb (e.g. Interactional Object, Abstract UI, Task, Interactive System …).

The result is an elaborated artifact, modified or used by a service. We take the classification of a result proposed in the unified process [15] and [12]. The types of results identified are: diagrams, documents, source code, and pseudo-codes. The manner is a feature that plays specific roles concerning the verb. It corresponds to the way as the service must be realized (e.g. in the purpose to "specify the software architecture with interaction devices choice", the phrase "with interaction devices choice" corresponds to the way to solve the goal achieved.

We use a linguistic approach to formulate an intention. Our purpose is to express the intentional services defined by the meta-model presented in Figure 5. This approach relies on the structural declaration of an intention proposed by Rolland [23].
We have adapted this general statement to the needs of model management. So, in our context work, the structure of an intention is:

**Intention**: Verb<Object>,<Result(name,type)><Manner>

The element “Manner” that are in hooks “[” correspond to optional element. The general structure of the intentions corresponds to several cases. We present below some combinations followed by an example.

**Intention 1**: Verb<Object><Result(name,type>

For the intention: “Specify an Interactive System”, the general structure is: Verb(“Specify”)<Object(“an Interactive System”)>Result(Interactive System, code source).

**Intention 2**: Verb<Object><Result(name,type)[Manner]

For the intention: “Study the user interaction by task modeling”, the general structure is: Verb(“Study”)<Object(“the user interaction”)>Result(task model, diagram)[Manner(“by task modeling”)].

### 4.1 Examples

At the intentional level, we must determine the goals of the two methods presented in section 2. These strategic goals are those required HCI specialists, who participate in the development process of interactive systems. Studying the two examples, we define the main goal “specify an interactive system”, which can be decomposed into other goals. So, based on the intentional model, we create the appropriate intentional services to develop interactive systems (figure 6).

Fig. 6. A composition of intentional services

In the figure above, rectangles correspond to the services and the links describe the composition of intentional services. For example: the service “Specify an Interactive System” is decomposed into three other services: “Specify functional aspects”, “Specify interactional aspects” and “Specify software architecture”. Similarly, these services can be decomposed. For the sake of conciseness, we concentrate only on the sub-decomposition of the service “Specify Interactional Aspects”. It is decomposed into three other services: “Design the User Interfaces considering users’ mental..."
models”, “Specify the Interaction Process” and “Concretize the User Interface”. As we will see in the next section, these services are linked to organizational services in order to propose a solution (in terms of processes) to the specified goals.

5 Modeling an organizational service

This section presents the model of the organizational layer. Our organizational model service (Figure 7) is inspired by the work of Ralytė et al. [21] who propose a method engineering process model approach, which permits to represent any method as an assembly of the reusable method fragments. In our work, we use the notion of service to support the construction of modeling processes by assembling method fragments.

![Figure 7. Organizational model service](image)

An organizational service consists in a composition of development method fragments that can be reused by model designers, in response to the intentional needs. So, an organizational service complex is composed of organizational services. A method fragment is represented by an organizational elementary service that is defined in terms of model manipulation. For example, in the definition of a transformation process to generate an Abstract UI, an aspect is the edition of the source meta-model. This activity consists in the production of a model that can be used by other method fragments.

An organizational service is carried out by one or more roles. A model designer who plays a role can define and reuse several organizational services. At this level, the collaboration term is used for coordination and cooperation tasks between designers [5]. The coordination activities consist of the decomposition of work in activities with similarly goals. The cooperation activities are based on a common modeling goal. Each designer provides their models and the cooperation permits the production of consensual or common models.

The work unity defines the action executed during the interactive system design process. It determines in which case the use of organizational service is appropriate (i.e. requirements, analyze, design, validation, implementation,…).
Another aspect considered by our organizational model is the fact that the organizational services are realized by operational services. It means that organizational elementary services must use operational service to support the management of modeling activities.

5.1 Examples

As we have commented in the previous section, we consider that an intentional service can be realized by several organizational services. Concerning the sequence of modeling activities of the intentional service “Specify Interactional aspects” of an Interactive System, one of the possible processes that answers to this goal is a part of the phase “Organizational and Interactional Specifications of Requirements” as defined by the Symphony method described in section 2.

Fig. 8. Relation between an intentional service and an organizational service

This method fragment (box of Fig. 1) must be defined in terms of organizational services. It corresponds to an organizational service composed of three sub-services (one by activity). The composite organizational service is linked to the intentional level by the goal: “Specify Interactional aspects” (Figure 8).

The elementary services are described by actions on used or produced models. For example, the activity “description of task models” is expressed at the organizational level as an elementary service that carries out the action: “edition of task models”. Moreover an organizational service can be supported for several tools defined in terms of operational services. The action “edition of task models” can be carried out by tools with support to task models (CTTE [19], Teresa [3] KMAde [26]...).

Another possible process that answers to the goal “Specify Interactional aspects” of an Interactive System is a part of the method engineering for model-driven user interface development proposed by [29]. This goal deals with the UI activities of the role “Usability Expert”. They correspond to an organizational service composed of three elementary services: “Create task model” to describe task in a hierarchical
manner, “Create context of use model” to describe the users’ characteristics, the platform used and environment; and “Create domain model” to describe the manipulated data. As previously, the action “create task model” needs operational services supporting task modeling. These operational services are those (i.e. services for CTTE, Teresa or KMade…) which are already linked to the action “edition of task models”.

In this example, we have shown how an intentional service can be realized by two different organizational services. We also illustrate how an organizational service is composed of other organizational services, which can be linked to operational services. To complete this example, we need a support to facilitate the selection of services. In the following sections, we present an overview of the platform that we are currently developing for our service-oriented approach.

6 Platform support for service-oriented models management

6.1 Platform overview

This section presents an experimental prototype which supports our approach. It allows the registration, consultation, research and design of our three services levels.

The prototype has been implemented with two independent but complementary blocks. The first block (Figure 9b) considers the implementation of a service Repository with the integrated development environment for service composition management “ChiSpace” [33]. The aim of this environment is to simplify the work of developers when developing service-based application within domain specific context. ChiSpace was implemented based on the Eclipse Modeling Framework (EMF) platform and the JET 2 technology. The environment is composed of a set of editors within a customized perspective of eclipse [33].

The service Repository corresponds to the database that stored the descriptions of our three services levels. These descriptions are based on the modeling services presented in the previous sections.

The second block is a tool to add, view, select and validate services which are stocked in the service Repository. This realization is based on the Eclipse Rich Client Platform (RCP). So, Eclipse RCP is used to develop the UIs, which will allow use the features of the platform for customers and providers. Figure 9a shows the search intentional services interface. The other UIs are not presented in this article because space constraints.

Our prototype currently contains these two blocks. It permits actually, add and search intentional services. We have conceived the UIs for the others services (organizational and operational), but the functionalities of theses UIs are not completed.
6.2 Global vision of use of the service-oriented platform

Nowadays, we do not have a formal process of helping customers to use the platform. Our global vision is “top-down and bottom-up”. Thus, the platform that we propose can be used in different ways, depending on the needs of customers. Table 1 summarizes some of the scenarios that we have considered.

Table 1. Global vision of use of the service-oriented platform

<table>
<thead>
<tr>
<th>Scenario of use</th>
<th>Vision</th>
</tr>
</thead>
<tbody>
<tr>
<td>From the intention towards the tools</td>
<td>These examples correspond to the top-down vision in which the modeling environment choice is a strategic decision supported by the selection of modeling goals.</td>
</tr>
<tr>
<td>An intentional support</td>
<td></td>
</tr>
<tr>
<td>The customer has the intention to study the user interaction and he wants to use a tool which has support to task models within uses a modeling process. So, the information concerning to the object, the manner and the result of an intentional service facilitate the request to find the tools required by the user.</td>
<td></td>
</tr>
<tr>
<td>From the intention towards the method fragments, then the tools</td>
<td></td>
</tr>
<tr>
<td>The customers must seek and choose an intentional service according to the objectives to reach. The goal selected corresponds at organizational level to organizational services. Then, customers choose among the organizational services associated with the intentional service. Finally, customers can use operational services offering a modeling environment support of the chosen process. This is the process that we illustrate in the previous sections.</td>
<td></td>
</tr>
<tr>
<td>From tool towards the method fragments</td>
<td>The organizational model service research is guaranteed by a vision bottom-up.</td>
</tr>
<tr>
<td>The service dynamic</td>
<td></td>
</tr>
<tr>
<td>The customer knows perfectly one of the tools that he wants to use. However, he needs to rely on processes that suggest using this tool. These processes suggest the use of other tools to complement his work. For example: a customer knows perfectly KMAdé [26] and needs to specify the user interaction for mixed system, then, he explores the organizational services that use this tool. He find that the method proposed by [10] suggest that a complementary tool for the goal of specify the interaction is the tool GuideMe [31].</td>
<td></td>
</tr>
</tbody>
</table>
7 Conclusion

We have presented in this paper a set of principles of our service-oriented models management approach, designed to helping to model designers in choosing processes and modeling environments adapted to their specific needs. Our work relies on three modeling levels (where providers, customers and services are different): the operational layer to define the modeling environment for model designers; the organizational layer to enable the reuse of operational services in a coordinated way, but also the creation and the management of method fragments; the intentional layer permits to define the modeling goals that can be implemented by design processes described at organizational level.

We also present an overview of the platform under development that will allow the management of our three services levels. Our prototype currently permits add and search intentional services.

Future works include finalizing the service-oriented platform. With the aid of this platform the next step is to test our service-oriented approach in different projects. It will enable us to validate our propositions and to analyze the impact and the usability of our approach. The realization of user experiments will also enable us to explore other functionalities, and integrated them in our solution. Finally, we plan to propose a formal process of use and operation of the platform to facilitate the modeling activities of model designer.
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